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Abstract
This brief report provides feedback of an evaluation performed by ISD to the Xmodelink SystemC Tool.
It also itemizes possible extensions that also aim towards advanced visualization.

1 XModelink Evaluation Process

1.1 Purpose and Main Components of the Tool
The purpose of the XModelink Tool is to provide some assistance to the SystemC developer on
identifying the functionality of his SystemC design throughout the development process while also
detecting bugs early in the lifecycle. The tool is composed of two sub components:

- the thread viewer illustrating SystemC threads during simulation
- the ved viewer illustrating signal traces that are stored in ved waveforms.

1.2 Test Environment
Before evaluating the XModelink Debugging Tool, Microsoft Visual Studio 2005 and systemc-2.1 were
installed on a Windows Workstation.

1.3 SystemC Benchmarks used
The first step towards examining the usefulness of the Tool involved running Tutorials 1 and 2
provided with CATS' XModelink Installation, followed by using the tool on other ISD SystemC designs.

In Tutorial 2 of installation there are three blocks a test module, data module and transceiver module.
The test module feeds a transceiver with data values incremented by 2 on each edge of the clock
cycle. The test data is sent from the transceiver to the data module, while the latter (data module)
saves this data on a local variable. Signals entering and exiting the transceiver module are traced on
a waveform.

The vcd viewer allows the user to observe traces that were inserted in the SystemC design.
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[Figure 1.1] XModelink vcd viewer — Tutorial 2
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In Tutorial1, there are once again three blocks the test module, data module and transceiver module.
This time communication between modules is performed using threads. Testmodule sends test data
to transceiver module and initiates a notification start. This notification goes both to to transceiver
and data modules. With the aid of additional events, the Transceiver forwards input data to the data
module while the latter saves it to a local variable.

The XModelink viewer in this case allows the SystemC developer to view the execution of threads in
an easy to understand graphical manner.

[Figure 1.2] XModelink thread viewer — Tutorial 1

On the second phase of evaluation the product was used in the debugging of a complex NoC
architecture. The design was compiled and ran under Visual Studio and design execution was
monitored using sc_traces of signals and events. The XModelink thread viewer was found
particularly useful in this case. It reveal bugs that were not obvious at first sight during development
and required visualization for understanding of how problem occurs. Details on the NoC architecture
however cannot be made public.

1-4 General Conclusions and Extensions
The XModelink tool was used to evaluate provided a set of tutorials as well as designs that reside to
company's IP. The evaluation showed that XModelink allowed in depth understanding of complex
SystemC execution revealing design errors early in the design process in a clear manner. Some fresh
ideas for possible extensions to Xmodelink tool especially towards data introspection capabilities are
listed below.

The SystemC debugger can be extended towards SystemC-AMS modeling, providing ultimately a
unified configurable environment applicable to interoperable software, digital, discrete-time/event and
analogue/RF macroarchitecture models. This environment should provide enriched testing of models
based on non-intrusive monitoring and powerful debug/analysis facilities providing system-level
exchange of information between the models and the designer at different levels of abstractions.

For large multicore SoC models, an integrated debugging environment that facilitates system
designers in simulating, debugging, and visualizing SystemC models should integrate efficient system-
level debugging with advanced design space exploration and visualization features.
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More specifically, efficient system-level debugging must combine user model error detection,
diagnosis (understanding, localization) and correction with SystemC-aware debugging based on
kernel visibility, e.g. using non-intrusive abstractions of internal signals, ports, events, processes and
modules. In addition, advanced model design space exploration and system model and platform
visualization features must provide simulation displays at different abstraction levels, history, visibility
of interactions, multiple hierarchical views, status/event reports, high-level model and system power-
performance metrics and animation features with monitor/trace controls, model-specific
command/control messaging, and save/restore/traceback functionality.
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